Composite Pattern Example

In graphics editors a shape can be basic or complex. An example of a simple shape is a line, where a complex shape is a rectangle which is made of four line objects. Since shapes have many operations in common such as rendering the shape to screen, and since shapes follow a part-whole hierarchy, composite pattern can be used to enable the program to deal with all shapes uniformly.

![Composite Pattern Shapes Example - UML Class Diagram](data:image/png;base64,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) 

The code below illustrates the Shape Interface which defines the component interface:

|  |
| --- |
| package composite;  /\*\*  \*  \* Shape is the Component interface  \*  \*/  public interface Shape {    /\*\*  \* Draw shape on screen  \*  \* Method that must be implemented by Basic as well as  \* complex shapes  \*/  public void renderShapeToScreen();    /\*\*  \* Making a complex shape explode results in getting a list of the  \* shapes forming this shape  \*  \* For example if a rectangle explodes it results in 4 line objects  \*  \* Making a simple shape explode results in returning the shape itself  \*/  public Shape[] explodeShape();    } |

The code below illustrates a Simple shape object which is a line, note that this object represents a leaf.

|  |
| --- |
| package composite;  /\*\*  \*  \* Line is a basic shape that does not support adding shapes  \*/  public class Line implements Shape {    /\*\*  \* Create a line between point1 and point2  \* @param point1X  \* @param point1Y  \* @param point2X  \* @param point2Y  \*/  public Line(int point1X, int point1Y, int point2X, int point2Y) {    }    @Override  public Shape[] explodeShape() {  // making a simple shape explode would return only the shape itself, there are no parts of this shape    Shape[] shapeParts = {this};    return shapeParts;    }  /\*\*  \* this method must be implemented in this simple shape  \*/  public void renderShapeToScreen() {  // logic to render this shape to screen  }  }  } |

The code below illustrates a complex object, which is a rectangle object. This object represents a Composite.

|  |
| --- |
| package composite;  /\*\*  \* Rectangle is a composite  \*  \*Complex Shape  \*/  public class Rectangle implements Shape{  // List of shapes forming the rectangle  // rectangle is centered around origin  Shape[] rectangleEdges = {new Line(-1,-1,1,-1),new Line(-1,1,1,1),new Line(-1,-1,-1,1),new Line(1,-1,1,1)};      @Override  public Shape[] explodeShape() {    return rectangleEdges;    }  /\*\*  \* this method is implemented directly in basic shapes  \* in complex shapes this method is implemented using delegation  \*/  public void renderShapeToScreen() {  for(Shape s : rectangleEdges){    // delegate to child objects  s.renderShapeToScreen();    }    }  } |

The code below illustrates a more complex shape object which also represents a composite

|  |
| --- |
| package composite;  import java.util.ArrayList;  import java.util.List;  /\*\*  \* Composite object supporting creation of more complex shapes  \* Complex Shape  \*/  public class ComplexShape implements Shape {    /\*\*  \* List of shapes  \*/  List shapeList = new ArrayList();  /\*\*  \*  \*/  public void addToShape(Shape shapeToAddToCurrentShape) {  shapeList.add(shapeToAddToCurrentShape);    }    public Shape[] explodeShape() {  return (Shape[]) shapeList.toArray();  }  /\*\*  \* this method is implemented directly in basic shapes  \* in complex shapes this method is handled with delegation  \*/  public void renderShapeToScreen() {  for(Shape s: shapeList){    // use delegation to handle this method  s.renderShapeToScreen();    }  }  } |

The code below illustrates the Graphics Editor Driver class which represents the client. Note how the client of the composite pattern deals with all Shape objects uniformly despite the fact that some of the shapes are leafs while others are branches.

|  |
| --- |
| package composite;  import java.util.ArrayList;  import java.util.List;  /\*\*  \* Driver Class  \*  \*/  public class GraphicsEditor {  public static void main(String[] args) {    List allShapesInSoftware = new ArrayList();    // create a line shape  Shape lineShape = new Line(0,0,1,1);    // add it to the shapes  allShapesInSoftware.add(lineShape);    // create a rectangle shape  Shape rectangelShape = new Rectangle();    // add it to shapes    allShapesInSoftware.add(rectangelShape);    // create a complex shape  // note that we have dealt with the complex shape  // not with shape interface because we want  // to do a specific operation  // that does not apply to all shapes  ComplexShape complexShape = new ComplexShape();    // complex shape is made of the rectangle and the line    complexShape.addToShape(rectangelShape);    complexShape.addToShape(lineShape);    // add to shapes    allShapesInSoftware.add(complexShape);      // create a more complex shape which is made of the  // previously created complex shape  // as well as a line    ComplexShape veryComplexShape = new ComplexShape();    veryComplexShape.addToShape(complexShape);    veryComplexShape.addToShape(lineShape);      allShapesInSoftware.add(veryComplexShape);    renderGraphics(allShapesInSoftware);        // you can explode any object  // despite the fact that the shape might be  // simple or complex    Shape[] arrayOfShapes = allShapesInSoftware.get(0).explodeShape();        }    private static void renderGraphics(List shapesToRender){  // note that despite the fact there are  // simple and complex shapes  // this method deals with them uniformly  // and using the Shape interface    for(Shape s : shapesToRender){  s.renderShapeToScreen();  }    }  } |